# Assignment No 4

Name :- Shreyas Anil Dimbar

PRN :- 245100140

Batch :- S6

* Q1 - Write a Menu Driven program to perform following operations on Doubly linked list.
  + Insert new element at Beginning, End and middle position.
  + Delete element from Beginning, End and middle position.
  + Display Linked List.

Code - #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node\* prev;

    Node(int data) {

        this->data = data;

        this->next = NULL;

        this->prev = NULL;

    }

};

class DoublyLinkedList {

public:

    Node\* head;

    DoublyLinkedList() {

        head = NULL;

    }

    void insertAtBeginning(int data) {

        Node\* newNode = new Node(data);

        if (head != NULL) {

            head->prev = newNode;

        }

        newNode->next = head;

        head = newNode;

        cout << "Inserted " << data << " at beginning." << endl;

    }

    void insertAtEnd(int data) {

        Node\* newNode = new Node(data);

        if (head == NULL) {

            head = newNode;

            cout << "Inserted " << data << " at end." << endl;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->prev = temp;

        cout << "Inserted " << data << " at end." << endl;

    }

    void insertAtMiddle(int data, int pos) {

        if (pos <= 1) {

            insertAtBeginning(data);

            return;

        }

        Node\* newNode = new Node(data);

        Node\* temp = head;

        for (int i = 1; i < pos - 1 && temp != NULL; i++) {

            temp = temp->next;

        }

        if (temp == NULL) {

            cout << "Invalid position." << endl;

            return;

        }

        newNode->next = temp->next;

        if (temp->next != NULL) {

            temp->next->prev = newNode;

        }

        temp->next = newNode;

        newNode->prev = temp;

        cout << "Inserted " << data << " at position " << pos << "." << endl;

    }

    void deleteFromBeginning() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        Node\* temp = head;

        head = head->next;

        if (head != NULL) {

            head->prev = NULL;

        }

        cout << "Deleted " << temp->data << " from beginning." << endl;

        delete temp;

    }

    void deleteFromEnd() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        if (head->next == NULL) {

            deleteFromBeginning();

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->prev->next = NULL;

        cout << "Deleted " << temp->data << " from end." << endl;

        delete temp;

    }

    void deleteFromMiddle(int pos) {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        if (pos <= 1) {

            deleteFromBeginning();

            return;

        }

        Node\* temp = head;

        for (int i = 1; i < pos && temp != NULL; i++) {

            temp = temp->next;

        }

        if (temp == NULL) {

            cout << "Invalid position." << endl;

            return;

        }

        temp->prev->next = temp->next;

        if (temp->next != NULL) {

            temp->next->prev = temp->prev;

        }

        cout << "Deleted " << temp->data << " from position " << pos << "." << endl;

        delete temp;

    }

    void display() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        Node\* temp = head;

        cout << "List: NULL <-> ";

        while (temp != NULL) {

            cout << temp->data << " <-> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

int main() {

    DoublyLinkedList list;

    int choice, value, position;

    while (true) {

        cout << "\n--- Doubly Linked List Menu ---" << endl;

        cout << "1. Insert at Beginning" << endl;

        cout << "2. Insert at End" << endl;

        cout << "3. Insert at Position" << endl;

        cout << "4. Delete from Beginning" << endl;

        cout << "5. Delete from End" << endl;

        cout << "6. Delete from Position" << endl;

        cout << "7. Display List" << endl;

        cout << "8. Exit" << endl;

        cout << "-----------------------------" << endl;

        cout << "Enter choice: ";

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtBeginning(value);

                break;

            case 2:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtEnd(value);

                break;

            case 3:

                cout << "Enter value: ";

                cin >> value;

                cout << "Enter position: ";

                cin >> position;

                list.insertAtMiddle(value, position);

                break;

            case 4:

                list.deleteFromBeginning();

                break;

            case 5:

                list.deleteFromEnd();

                break;

            case 6:

                cout << "Enter position: ";

                cin >> position;

                list.deleteFromMiddle(position);

                break;

            case 7:

                list.display();

                break;

            case 8:

                cout << "Exiting." << endl;

                return 0;

            default:

                cout << "Invalid choice." << endl;

        }

    }

    return 0;

}

Output - ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArMAAAD8CAYAAABkdiyLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACutSURBVHhe7d0hbLtc3//xz/O3mKnmSSauYGqm0Kh6zIJvgponlchKUv9TTerJDL6qGjVTg5qpmkE/fwFtgdIWurYr2/uVNLlW2OFw2J378/tyOPzPf//9938CAAAAeuj/1b8AAAAA+oIwCwAAgN4izAIAAKC3CLMAAADoLcIsAAAAeoswCwAAgN4izAIAAKC3CLMAAADoLcIsAAAAeoswCwAAgN4izAIAAKC3CLMd2MFCURTKq28oswMtokjR9rMIZNf3+Qm7fp3p/zFeqChaKLjFyRR9Cy/qWAvfPXcAAPCwCLPXtppq7LpyXVdxWt+I/vIURpEWN0nzAADgUj0Ps3nA2FVBH60aenPF+bcpae5C9kTz+rZe6tu5b/9Wa9VhqsYAAHxLz8NsLktmcotqqOvOlMiSf6tb4sC3mHoppVZ7NJRR3gwAADr5FWG2aqXpOFYqQ9ZbuUJbr+JWw27zfNhjt5arbR1uP8ELj/6OF96gQtdiDq8dLIrvu51XPmb1PtsKFsfHOVe7Fr51m0DX4txzx/829ufoyJRkWH5pv/NjtGM/a6BMSZLK3KVZW6OhlCT1+Sinx7DN9er29wwAQH/9wjArSXO9J5lkDDWytwHS0aBUwZ0lkuVf8NBRNtAocqS4qATHqQzLb9/O/F1510a1YOXpxZSUflz3VnjbObyGJT8a6WvW7rzsYCHfMoqq+Pb2vacw8mVt4to4l8KYHWhRuxbuLFFWaf1KWp27pzByZKb7PrvuUk/FP4RW03HxXaz04C6Aq/F0VW/wtOWHUnOUj4f3Kmuz1HT5pUwDPdtqN4bqfr0AAPitfmmY3TI0XdkKRqaUxpXgsZr+U5JJ5uhYte4Iw9AmdjXZJs4inLZvZ6XluhS0t7wXmcqUvF81ynaSxmPthmj+oVTSIE9YVV64C7LlMbWDkUylineDsx1nQ9ZrnrK8V0tGluhf1xB4K/azBpLSj/K4zzUZT3WbHs71kRoajmx5L2btuO3GcKv19QIA4Bf7tWF29bnJ/8MeaWhI2de6vkcRKp80rG05LVU1f6z0uVGndlbLtTLlgWbLezGlbK3lbRJUC/XzOmIUKnLMgyCb3zI3GirLxfgMnnfV52y9vFFQvMDqUxtJpnNBlb6L4ZMMbfS5kubviTR808isjvl0dX4M938xLa8XAAC/3EVhNp/bWf3U5+Fda59L2c+Dys+bz2PxaXt793Lrr443yVdTLdPyVIM85KXLW1UDr8WQZZlS43gO9WRIMp2Da+rkv/Kg5pq4s7y67mz73DTP94pWS61lSMl7KbQaDzuGbf53eq19AADo6qIwO5/s5wwemzt4rX0uNXwyJB2dKFmSV8u+Y/hkSNmX6rXfU+YfaWlO74vMXlTaMiWzfP7pYSVzra9MUmXuaekznpZ3fjArTcdFP2eJMhmHc1SvKj/e4d/6+TGs/8Y9tPnf6bX2AQCgq4vC7MOzA42Kh6m0WmqdqfQE+W6nI7d0S7wXnS+IFQ9ubT67BY35u5JsP3fyZD8ezHyyrWSWA1/TrfC6PKwZT9UJGd7rjVYzuMRqqnERaKvdbO57W/U7BU1Cr80YfkOrv2cAAPrl94VZO9DCt2TsHqJZabpMJdOpVBLt4E2WsX/gKp9jW1oD1Mvnhp7jhc7BAzvt5HN2DcuXY/7sg1/dlZY/8/fLP83fE2WGJf/o5NNinvL2af5iVQRnkN1mNYM2vPDgVne+9mum6jTrImiW+n41xbzdwbPdYgzbufTvGQCAvvmf//777//qX/ZHsaxS7du0vNrA1sH/maeKa2+E2i43td/+rueFr+G6eNhpF5RLskSz0u3fahtVBw9NbdurtdFe8/lLxa3qybxVf/J9NrXxyNsebPvshYqcgZJZ6Qn63Xhkpe+b+1S+Jl5YmgOaxnInUlgsd3Zw3Y5qPo7U7dzVeM0O/zZytoKFr/KuB9f0iOYx3qqN9ZFz245hc1v1Nurn1fD3DADAL9DzMNtzRRhUy0AEAACAqt83zaBH8tvZqZYEWQAAgIsQZn9K8eKBNG667QwAAIA2mGZwZ+V5jI1zewEAANAaYRYAAAC9xTQDAAAA9BZhFgAAAL1FmAUAAEBvEWYBAADQW4RZ/Aw70CKKFEX71+HezD2PBQAA7oowexOewijSIrDrG27gnscCAAB4LJcvzVW8itVQpmQ21i1eYlV9t3zVY6/R6imMHA3u8pra7x/LCyM5Zv3b211XAACAa7mgMmsrWESK3qRlktU3XtVqOpbrunLdmZJMUhoXPz9ykO2pLNGsGFvXdRWnhix/IQq+AADgkXWuzHphpNFXXgXMK6e6QwXPVrDwZW1iubUUawcL+cO1ZuNPvUaOtgXG7KBSmVcw9wXIpspjcZxdMbi2jxcqcgZKZmN9vparmalid6L1iUqyGvt0xq76vbXvz6mqtToeywsjOYNEs/FUu98ojr2pVMDPjI+a+rxV7Kva9qx23JbXtM0+B3258FjFjqfPq91QAwCAK+tcmZ1P3NYh6W4MS3400tesqCzGqQzLV7h72qcIsqXKrusu9fQWaF949BRGRWAu9pklaqhOGrL8SI62+82UZKacRSDtKsmx0iIQ7Y/Xddw8hW/SvyPV0n3V+hrHaqPF+BSBT7u+FBV1pYrdIvCtphrvzqd6hIqz17TFPtc6VpvzAgAAP6JzmH1UaVwKFfMPpZIGz0XKsp81kJR+lKu6c01KVTo7GMlUqrhU+V1N/ynJDFmv1Wfgs2RWqhCvtFxnkvGkYWWv76r2T5Lm74kyGRqObn3v31bwZsnIEr0Xp9lmfOzRUIZSLXcXYqXpMpVk6uWCZQROXtMO+7Rxqp1rnxcAALieXxJmU1Vyat3qUxtJphNVK3s7tkZDQ0o/VG1mpc+NpMFzqYIrbT6rpbi8Sjqp/e4NFOdxE4YlP4oURZGiyJdlpIp3Ybrd+AyfDm/C5zJ9revfnXPmmkot92njdDvXPS8AAHBNvyTMnjPXpLg1bDrbwFaePjDUkyHJdIpt+8/hU/73YweLWn/Kc36vrPYA2CwZyIm24b/d+OSVY1Oj/bwDBSNTytZa9vhW/G89LwAAfoM/EmaV3xoeF2Ftlt+u38/3XOurtlpC5VO73X8P2we80rjcl3x+7D3kUwgkcxS0H5/hkwxJhuXvK7w6fOiqd37reQEA8AvcNsw+6puXVlONi0D7NNTB7fLvy8OfkTd+geK2fmnO6nHfPdYZm8+W41NUK+uBt/eB77eeFwAAv8NNw2z+4Ix+/kEZLzx4Q1bet/2cx/l7osyw5DdPqu2oCH/m6MJ1WovfN4baPetlB1o0TjP47rGa2cGbLGP/0Nz58WkTePvot54XAAC/Q+d1Zk+ub1pfx3O3Nme+DuvZImPNqWNt3wCW77OptX/4VqzDtpr6VF+LNrd725gXKnLMlm8fq6/J2rB26Un1308Vux96aXzbV33fbsdqfgPYBeNzZLsOrlfzNd32uc01bb/P94/V5rwAAMDP6BxmgWZF4Kv/g2YXlvv6coHfel4AAPwON51mgD+kWMs3Wy8P5pKuv2772uOb+q3nBQDAL0GYxXUUa+Aaw1F1bqkd6M0y+ruM1W89LwAAfgmmGeCKmueWdpm/+5h+63kBANB/hFkAAAD0FtMMAAAA0FuEWQAAAPQWYRYAAAC9RZgFAABAbxFmcVt2oEUU6ehbcAEAAL6BMHsTnsIo0iKorEx6I/c8FgAAwGO5aGmug3feN7zq8xoOjlOSxq4m8/q3jyJfl3Rwl3VIr3AsL1Tk1FdRzX17nO1AC9/S5rvtAAAANOhcmbWDhfzhWjPXleu6ct1YqWHJXwTVNyRdwWo6Lo4xU5JJSuPiZ4LRLaTx9pruP4wzAAB4ZBdVZuvyCqqUzMa6tDh4mq1g4cvaxHJr6WoXrsefei29penw7Uz1tzhlDf0tjrMrBtf28UJFzkDJbKzP10j7Ymaq2J1ofaKSrMY+nVFUNfct7vtzqmqtrscqKrOnqrCXj3PuVNsAAACX6lyZfUiGJT8a6WtWVBTjVIbllx46KgJWqbLruks9vZWryZ7CqAjMxT6zRLL8harTUQ1ZfiRH2/1mSjJTziKQdpXkWGkR9MpVztbhUsr78yb9K/1+nBq7/uyr1tc4VkvnxtkOtCimPOz6MkuU1ZoBAAC4lquE2eGTIWmjzxvkp7bSuFRBnX8olTR4LlKo/ayBpPSjXBqca1Ka52sHI5lKFZfKh6vpPyWZIeu1+ih+lsxKFeKVlutMMp40rOz1XdX+SdL8PVEmQ8PRtSd0tHdqnL1XS0aW6N8tgjQAAECD74dZL8xvt6cf+rm7yKkqObVu9amNJNM5tkSUrdHQaDiHlT43kgbPlfnAm1pqz6ukk9uff3Eet2I6kaKo/KlXpU+Ns6cXU8rWy6s/CAgAAHDM98Ls9in4LNHsoSdEzjUpHiLbB7ZyUBvqyZBkOrUwV54Xe392sKj153Au6jUdPgBWn1MMAADwWC4Ps3agRV6SVXyDZbmub6XpuDyPcz//VFrrq7ZaQuXzA+e3fcCrGjDz+bEAAADIXRZmd0/Z50/xH63JFm9/iqJQjXf3f8pqqnERaJ+GOjqd4HJ5ODbyxi9QTHvIEr0fHdyt7x7rWpr74b2WV2MAAAC4ru5htm2QlWSPhkWQMfXyk2nWCw/ekJX3LdPXOv95/p4oMyz5zZNqOyrCsTmqzTltq/h9Y6jds17FSgGH0wy+e6xrKR6EK/XDDhZyBhmrGQAAgJvpvM6sF56YR1p/E1iH4Nvk1Fqq23VL8302tfYP34p12FZTn86skdpiPda9+pq1TWuynlL//VSx+6GXxrd91ffteKwWbwBrO86Vv480ljuRwsiRWo0ZAABAN53DLAAAAPAouk8zAAAAAB4EYRYAAAC9RZgFAABAbxFmAQAA0FuEWQAAAPQWYRYAAAC9RZgFAABAbxFmAQAA0FuEWfwMO9AiihRFob71AuFrtQMAAHqJMHsTnsIo0iKw6xtu4J7Huqffel4AAOCaur/O1gsVOWb1uyzRbDzVqvrtt9nBQr5l1L+WJKWxq8m8/u2j8BRGjgbJTOPptUel7vvH8sJI9UsqZUpmY13Y5BV8/7wAAMDv170yO5/Idd3SJ1ZqWPIXga5dQ1tNx8UxZkoySWm8O+7jBtmeyhLNStc1Tg1ZPpVRAADw2LpXZhvkFdSNYnei22RMW8HCl7WJ5dZSrB0s5A/Xmo0/9Ro52hYYs4OKXl7p2xcgmyqPxXF2xeDaPl6oyBkomY31+VquZqaK3YnWJyrJauzTGXaghW9p3+K+P6eq1up4LC+M5Azq1fXtWOTnlo96mzE8s0/9nGpV/dbndaadvdP9af/3AwAAHlH3yuwjMiz50Uhfs6KyGKcyLF/h7omgItCUKruuu9TTW7ma7CmMisBc7DNLJMtfqFqczCuWjrb7zZRkppxFIO0qybHSIhCVq9jdwpGn8E36d1Atzfuzr1pf41hNVvrclH70QkXFbf/q+ETdxnk11Xh3PrvWd1qf15l2pLZ9bvP3AwAAHtX3w6wd6M0ylCXvN6rKtpPGperf/EOppMFzEaHsZw0kpR/lHs41qVQERzKVKi5VflfTf0oyQ9ZrNdVkyaxUIV5puc4k40nDyl7fVe2fJM3fE2UyNBzd49a/reeBpOxLc9kKRqaUxpWQnI+PZI6KsNpinO+nZZ8LJ/9+AADAw7oszO6WQ4oU+ZaMWmC4v1SV/FS3+tRGkunUKnI7tkZDQ0o/aoG8qE4OnivBZ/NZPde8mnirKRYlxXncgxf6soxMyb+pZI80NKTsa13bqxbkz47zHbXts3T+7wcAADysy8Js6Rav67qK5SiK6rfjH8lck+IhMtMpQnilv0M9GZJMp9i2/xw+5X8/drCo9ac89/PKDEt++bwHiWZudT5sPcTvDZQXMc+N8/2d7zMAAOizy8JszXwSK73b7e9LrTQdFwF8lt+u38+HXeurtlpC5fMDt8m3D0Klcbkv+TzSm6itZtDtnDfaZ8ZT4/xIyn0GAAB9dZUwe9Sjvp1pNdW4CFpP+f3xxukEl8vDsZE3foFi2kOW6P3s7e/vHquF1VLrTDJf6lfx2PSMwsE4d/HN87q0zwAAoFeuEGZtBQtHplIta/Nm7dGwWDrJ1EGmuCcvPFgvNe9bpu2Uyvl7osyw5F9lsmcRjs3RhRXJ4veNoXbFbjvQonGawXeP1cZK02UqmU5lLqwdvOXzareJu8U4t/fd82rZZwAA0Gud15ltWgf06Jqcu7VAy2uVttd0rK3tG8Ca17g9fHvUYVtNfaqvSZrbvW2sePtZu7eP1desPTFOjeq/nyp2P/TS+Fas+r7djtW8zmyDg7e/HY7huXE+3L532Ofj59W6nTN9bvv3AwAAHlPnMAsAAAA8iitMMwAAAAB+BmEWAAAAvUWYBQAAQG8RZgEAANBbhFkAAAD0FmEWAAAAvUWYBQAAQG8RZgEAANBbf+OlCbs3kRWyFm+7eiT1/itTMhuLl1N9/y1zndzzWAAAoJW/UZldTTV2Xbmuqzitb+zKUxhFWgR2fcNtbANUGsstzsF1CbIAAAD6fmU2f4e9KSm7+nvs921XfLOq6oWRnMF32sj7Nbj6+Tazg4V8S72oxHphJOfwgvWi7wAAoJ++VZn1woaweWVZMitVJGdKZMmPFrpXYfQxbPTZlzCYJZrtrperODVk+X/tegEAgHu5vDJb3P7exLHk3KJSeawCWlRsKxVaW8HCl7WfFHu0Gni6Mnu8nbxCup+1WletTB9vp6v8uJvmOZpeqMgZKJmN9flarorW53TWq9yl/tiBFv5Q69lST74js9i2a69DJbxxbHd/J64muw61GJ+DecJbxb46Pw/aDhbyh2vNxp96LZ1/+Vq12eegLxceq9jx9Hm1GWgAALBzYWXWVvCWz+PcB5R7mes9ySRjqJGtIqj5sjb7OaWzRBdUA0+3s5qOi+9jpQcVY7cUWE6304oXKooiRVFUBGhTTvFzFEWKQq+0syHLj+Roe7yZksyUswiUD0+oqPhHQbU/kcrNDN9G+prNlGSGhm+LvL04LY3ztbQYnyLwadfnmZJMRUgvAl/bedCGJT8a6WtWXKs4lWH5lXM/u8+1jtXmvAAAQCcXhVk7eJNlpIrvn2RLDD0NJTsYyVS1L6vpPyWZIeu1nFhOe6h25pNS0MuKsFMEJNeVWxv3LJmVvltpuc4k40kr2QpGppTGlepg3h/JHAXFN4aMzXIXpgxjU+p/Ps6XKf7RkyV6L5prMz72aChDqZa7Pq80XaaSTL20HMKyNC4FxfmHUkmD52pCb7NPG6faufZ5AQCAi8Ksp1fLUJa8H972vpPV50aSNJnbGg0NKf2o9WWlz42kwXNenTzr0drpZlObUJtXkSeSPdLQkLKvdWV7OfBupR+lHmdfqv9Ga4Ylf1dF9vN/9JSmg7QZn+HT4U34XKaDUzkrVfnUmrXZp43T7Vz3vAAAgC4Js16Yz1f994P3RO3nQfFfQz0Zkkxnfwu++Bw+VX/Ko7VzXfWwu7cdxyuqPQA2SwZyou2UhnbjM39PlMnUaD/vIK8wZ2stj51KD/zW8wIA4Cd1C7NeKMfMlPxr90DQreQVrlTSWl+ZpMoarKVPyweXHq+de8kr3LdUndLQcnyGTzIkGZZfhF1flg4fuuqd33peAAD8oE5h1nsxdw8c7atq+ZPb2/+DrrxMwA60iCJFUairTQm0A41MSenHwe3py3VpJw9kRuNE0i7t3MFqqXUmmQcTMve3++9m89lyfPbzfBuDbm/91vMCAOBndQqz80lDNa32dH/5QaP8gRdd7wGX8utEiweI5u+JMsOSX3k8vbv27RSBzBw1rk7Qvp17KB4wMp3K0/v5A3yZku1TWTeUH2s/J/f8+LQJvH30W88LAICfdfk6szvH1oOthc+mdVJPqq+Nmksr65Vund731Bqx1XVAT7ezV18n9dJ2zju/zqx5vt1iv73S9aisA1uc1/bWd9v2C81vAGu69ufGp3m7Ol7T5rGr/r223+f7x2pzXgAAoJsrhFngmorA1/Bigjws9/XlAr/1vAAA+FmdphkAN2c/ayApWy8P5pKuv7LaNz3yW88LAIAfRpjFY1l9aiPJGI6qc0vtQG+W0d9lrH7reQEA8MOYZoAH1Dy3tDovuY9+63kBAPBzCLMAAADoLaYZAAAAoLcIswAAAOgtwiwAAAB6izALAACA3vobD4Dt3kRWaFi4/qHV+68/uMB+5U1l9Y0AAOCv+huV2dVUY9eV67qK0/rGrjyFUaRFUFkt9Ha2QTaN5Rbn4Lp/LMgCAAAc0T3MeqGiKGr4hPLq+35LHhoPjrMIqovO/3L2aChDmZL3HpQjj/5tRAqv+8cBAAAgXRRmpeI297ZKuP1MdIu4lSWz0jFmSmTJjxa6V2H0MWz02aNKbBrX/zaYGgAAAG6j+5xZL1TkDO4wZzN/W9Lg4O1IxVuUKvNebQULX9Z+UuzR/nlhJGdwbM7s8XbsYCF/v+FA9S1Ox9vpKj/uRnHTPxZK1+LzNZKze7VUWtu//uapUn/sQAt/qPVsqSffkVls27XXZX6xFypyTKUn5rXawUL+cK3Z+FOvpT4dvgWr3ufcqbYBAMDfc2Fl9ifN9Z5kkjHUyFYRenxZm/2c0lkiWX7X6u3pdlbTcfF9rPSgYuyWgtjpdlop3a7PA7Qpp3zbvnLP3pDlR3K0Pd5MSWbK2U7H8EJFxT8Kqv2p3vofvo30NZspyQwN3xZ5e3FaGucrMiz50Uhf2+p+nMqw/H1/7ECLWp/dWaKs1gwAAMCFYTYPULebL9uGoaehZAcjmUoVl8p1q+k/JZkh67V9rx6qnfmkFDyzotK6D85urTSZJbPSdyst15lkPGklW8HIlNK4UvXM+yOZo6D4xpCxWe4qx4axKfU/H+drS+NSpXr+oVTS4DlPzd6rJSNL9O+SUjYAAPhTuofZUtCqVALvOI919bmRJE3mtkZDQ0o/arfgV/rcSBo8t3xY7NHa6WZTm1CbV5Enkj3S0JCyr3VleznwbqUfpR5nX6r/RhemU38ArP63kap8uCpPL6aUrZftpjYAAIA/rXuYPbDS9F+iTIaGV78f3cx+HhT/NdSTIcl0Dp6e388fbePR2rmuetjd247jdR0+AHbZfGEAAIBzrhBmJa0+tZFk3OJ+dIPhkyEplbTWVyapsgZr6dP2waWHa+de8go3AABAX10nzHovMuu3qrV9kOfKc2rtQKP8YFe8fd+lnTywNgf3Lu3cwWqpdSaZL/XR30+HeDzN4+u9lt+ABgAAkPt+mLUDLZz8IaP6kkn5gv+SZOogT11i91rX/QNW8/dEmWHJ/+aq/O3bKQKrOWqcI9y+nXtYabpMJdOprFxgB2+yjEd9EUMxn7c0vnawkDPIWM0AAAAc6LzObNN6q0fX/iyHz6Z1Uk/qss7o6X2b+rxVXd/0dDt79XVkL23nvPPrzJ5e11Xa77dXuh7FNdrEribz4rxUrC3btv2tg+PsVa9F/XwO1xT2wtI84zSWO5HCyJHa9gUAAPwJncMsAAAA8Ci+P80AAAAA+CGEWQAAAPQWYRYAAAC9RZgFAABAbxFmAQAA0FuEWQAAAPQWYRYAAAC9RZgFAABAb/2Nlybs3kRWyIo3XFX3elz1/itTMhtr98Kxv+xbb5kruVY7AADgrv5GZXY11dh15bqu4rS+sStPYRRpEdj1DbexDVlpLLc4B9clyLZ35+sFAADu6huVWU9h5Mjc/Xztila9/cI3q6peGMkZfKeNvF+DZKbxHRKlHSzkW+pFJdYLIzmHF+yH+37f6wUAAO7rosqsHSwURY4UbyuFrtyrBtm9LJmVjjFTIkt+tNDfKrRt9NmXHJYlmu2ul6s4NWT5VEYBAMBtdK/MFre9N7GryS3S686xilpRsa1UaG0FC1/WflLs0Wrg6crs8XbyCul+1mpdVunn8Xa6yo+7aa56e6EiZ6BkNtbna7kqWq+S16vcpf7YgRb+UOvZUk++I7PYtmuvQyW8eWy3Y1Hu04n+7JzZpz6PuNbP1tfrTDt7p/tjBwv5w7Vm40+9lvar/l0AAIBr61yZ9V4tGVmi94NkdS9zvSeZZAw1slWEDF/WZj+ndJZIlt+1enu6ndV0XHwfKz2oGLulwHK6nVa8UFEUKYqiIpCZcoqfoyhSFHqlnfPKp6Pt8WZKMlPOIlA+PKGi4h8F1f5EKjczfBvpazZTkhkavi3y9uK0NM6XWulzU/qxVX+K4FiZJ7zU01txTjo/D7r19TrTjtS2z5IMS3400tesOE6cyrD86j4AAOCqOoZZW88DSZtPDcNSuPqRB2wMPQ0lOxjJVKq4VCZeTf8pyQxZr+1TxEO1M5+UQlNWVFr3QcytlcSzZFb6bqXlOpOMJ61kKxiZUhpXqoN5fyRzFBTfGDI2y12V0TA2pf7n43y54m8m+9K8RX9sSbKfNZCUfpTPc65JY8X01lr2uZDGperx/EOppMHzvf+3AQDA39ExzA71ZEgyHb18lMJVUYG6V6BdFaW+ydzWaGhI6UftFnxRDRw8V4LGcY/WTjeb2oTavCo5keyRhoaUfa0r28uBd6sSHLMv1X/jUl7oyzIyJf+mrfozlKTVpzaSTKdW+fwJbfssSUpVyd8AAODmOobZQhpX58vOJ8rvSI9uEtbq7OdB8V/7cF2uEkdR01P1pzxaO9dVD7t723G8IsOSXz7vQaJZbSmxU/3Ji5hzTdxZXvl0tm11mKZxA+f7DAAAfkLHMLvWV1b/7v6GT4akdN+fytzK0qf1belHa+deypNZr6S2mkG3cy6v2rDSdFy0MUuUyeg27/huerTSBAAAv1DHMHvsdvl+Lm3l/9ftQIsoUhSFutrdYjvQyJSUfpzoT1dd2skDq9E4kbRLO3ewWmqdSeZLffT30yHuqkV/Gu/Sr6YaF4G2cdhPOnW9Wri0zwAA4C46hllp/p4oMyy9lUpkdvCWz4usLXFgj4bFkkemDrLAJcqvHC3mOWz7439zcmX7dorAao4aq4Tt27mHlabLVDKdytzTY9fr9lr2xwsP5l/nf0uZDqaunnX6ep3Xss8AAOBHdF9nVuVQuVVf17Twrffd19f1zKWN69ue3vfUmqPVdUBPt7NXX0f20nbOO7/OrHm+3WK/vdL1qKwbXJyXirVW27ZfaF5ntsGp/hQOr1l1n8Pte4drux6/Xq3bOdPn5ut0bK1kAABwLZeFWQAAAOABdJ5mAAAAADwKwiwAAAB6izALAACA3iLMAgAAoLcIswAAAOgtwiwAAAB6izALAACA3iLMAgAAoLd+z0sTvvW2sZbqbz7LWrzt6lHcY3wAAADujMpsF6upxq4r13UVp/WNf4GnMIq0COz6BgAAgB/RsTKbv2u+/Ib6iqtWKo8c66rHuJwXRnIGP92XYozSWO7kHrXW/HiDZKbx9OfOGgAAYKtjZXauSVGZrH5ipZKy9fLqwS5LZqXjzJTIkh8tRHEQAAAAHSuzzexgId+SktlY1yvYHasCFtXIbYW29TzWeqU3q/TXDhbyh2vNxp96Le2XHRw/d7IyW+9T+VheqMgxG9v1wkiO2WVOa4vKbL0vF4xPfn33Z1PXdC4AAAD30LEy28TTq2VI6fKKQfaUud6TTDKGGtlt57GWQt+uyrvU01ugSoHXsORHjhQX+8SpDMtX6JV3OsdT+Cb9K1Wu49SQ5RfV5Pm78u6PqseWpxdTUvrRMsi2dIXxWU3H1Qp8pVruEmQBAMCP+XaYtYORTGVK3q8awVow9DSsf3eE/ayBpPSj3Me5Jg0VyjR2tStyFsHTfOmSZg/bnb8nymRomKdvLdelML7lvfzQOHYbHwAAgEfyzTB776psbvW5qX912upTG0mmE52psqaq5Dmt9LmRNHiuVVE7Ko6/+3G5LoXbnPdiStlayzuO407r8QEAAHgs3wqzP1WVtZ8H9a/OmGvizvIqqxMpiiJFN3yIzA4WxTG2n9qqDKuplml5qkE+xSBd/lQl9L7jAwAAcC3fCLM/U5WVpOGT0VBFPWel6biY5znLb/vv5rFe0fZhqXQ777Y017Rs/pHupxp4LzI7n8+13Wd8AAAAruniMNuqKmsHWkSRoijU1e5e24FG331QajXVuAhsp+fd5hXT9kuO2RoNDSlLdGpYpO183Hyqgfdifu98ru3o+Kz1lUnG6UEDAAC4mwvDbLuqrD0aFktCmer0DNUx5VeyHluKqokXHry1Ku9bpq915esKL3RkKtXy1ElWFHNsyw932YEW9WkG0u5BMMPy5Zhn/lFwa63Hpzg/c0TFFgAAPISL1pkt30o/mSnL4bP12qlb9XVPc/VjnloDtbz+6eF+1T4dbj9ck7Vxn8L+WLaCha/9bqli90MvTWvmbsfn6Nqv5zSPkSSpWHu2XZ+bzu3YNaufH+vMAgCAn3NRmP2N8jC3ORLgbqQIsyIMAgAAXOTCaQa4hvxWfpdpDAAAACgjzP4ULyymatyxEgwAAPDLEGbvbLcGrWMezP8FAABAN8yZBQAAQG9RmQUAAEBvEWYBAADQW4RZAAAA9BZhFgAAAL31t8KsHWgRRYqiUNd4uy4AAAB+1t8Ks2d5CqNIi8CubwAAAMADumxpruI1rEbpq+wWr2T1QkWOWf9Wkm60RqunMHI0uMW5AAAA4Oq6V2a9UJFvaRO7ct3iE6cyLP9mFc20fKzic/0gCwAAgL7pHGa9F1PKEr2Xw+T8XUkmGU/D0pf3kE8LiKKFqjm69v1urmzxWQQq7757K1fkyJRkWP5+X6YdAAAAPKzOYVaSZDypGluHejKk7Gtd+fb25prMEmUyZL3uH+nyQkemMiWzsaYrSaupxkVFN04rDUiSVtNxUfGNlRZTJspVYKYcAAAAPKbOYXY+iZXKlLOrhubzTM0s0b+fCH2rqcZxKpmOQi+fBuGYUhoXQRYAAAC/VucwK801cV3FqSHLL27Np7Hc8VS3yo6mU5oi0DStYD5Rnmej/IGxNGZOLQAAwB9wQZjN56M6ZqrYdeXOEmWmcxgwr+jwAbDDqmteMZakVDFJFgAA4E/oGGZtBQtHplLF7kRzbeejxkplyHqrPlh1P0W/slRpZsqpPeAFAACA36ljmM0f9FL2peqjXmt9ZQ0Pht3pjVt28CbLyJT8m2iyTCXD0ttFZeL8PO6/KgMAAAAu0THMzvWRSjIslRYPkLxXWYak9COv1hbs0bB4sYKpl1ulWS+UbxnKkn/51INi/qxhvV0w7WGlz40kc3TB7wIAAODeLnoDmBdGqr+Yq/ENYLs3hZWmJXRx7g1g62PtFyssFMtzLUcL+Vb5fWV7h/22FSz8PJwf3QcAAACP4KIwCwAAADyCjtMMAAAAgMdBmAUAAEBvEWYBAADQW4RZAAAA9BZhFgAAAL1FmAUAAEBvEWYBAADQW4RZAAAA9BZhFgAAAL1FmAUAAEBvEWYBAADQW4RZAAAA9BZhFgAAAL1FmAUAAEBvEWYBAADQW4RZAAAA9Nb//Pfff/9X//IcL4zkmNXvsmSm8XS1+5l9KruwD/tIv3gfAAB+ykVhFgAAAHgETDMAAABAbxFmAQAA0FuEWQAAAPQWYRYAAAC9RZgFAABAbxFmAQAA0FuEWQAAAPQW68zirCiK6l8dcF23/hUAAMDNEWZxVhRFJ8Pque0AAAC3wjQDAAAA9BZhFgAAAL1FmAUAAEBvEWY7sIOFoiiUV99wKTvQIoqu2yYAAMAf8sNh1lMYRVoEdn0DAAAAcFb3MOuFiqKo8RNSXuxmNdXYdeW6E83r2wAAAHBW9zBbSGNXrlv9TEhkAAAAuKPu68x6oSLHVBofD692sJA/XGs2/tRr5Mgsvs+SmcbTVb7dMmq/tbfdL2crWPja754pmY212+yFipyBktlYn6+RnO3BlCq+pOJZnN9OGsstTjTv90ax+6GXhvPa8xSWth/02Q608C3tTynRbDxVuYWdE/3JnRmfnaJPp451xLl1ZM9tBwAAuJWLK7NnGZb8aKSvWVG5jVMZlq/Qk1bTcVHNjZUWYbBc4d0HQ09h5MvaxLtts0Sy/IWq02wNWX4kR9v9ZkoyU84iUJfZuF4Y7YL6rj8fL7XpE6acyJG2+8SpDOtt3x8vVBQ5GpTOKe9zaRrGbnqBqzgtNV1zvj9tx0eS95KHa2OoUX0bAABAT90uzEpK41KFcP6hVNLguX2SsoORTKWKS5XI1fSfksyQ9VqdoJsls1LFcqXlOpOMJw0re51gBxqZ+fSJSuFzPjmoQFf2mX8olaHhyM6rpHkjlUpt3mfJHHUI1y3602V8tuOvbK1ll7IsAADAA7s4zJpO/QGwejUw1Ufne/xltkZDQ0o/alMFVvrcSBo8V4Lh5rOa0PLqb/tpBvZoKKNVn0/sY480NKTsa13b0D1cn+9Pt/GR5pq4rtyOUwwAAAAe2cVh9vABsKZ5mt8x1JMhyXQOVk0oTyG9luGTIWVfqsfQS9SD9d5AbQvT5/tz3/EBAAB4RBeH2dtb6ysrHniqhObic+UK4/qrW+X0Mhsdzbk15/tz3/EBAAB4RD8cZvNAZjw1RbZjt8tvY/W5kWTq5Ttr5a6WWmeSedDIsSkBx53vT9fxyV9QEXV8KA4AAOCR/XCYLQKZOTp8+l7S/D1RZljy7/E2hvl7/pCWU5v764UdXgax0nSZSqZT+R07eJNlZEre20bZdv3pND6sZgAAAH6hi9eZbbJ98n6/Hmv5Aax8ndPBwZqs9XVS6+u21tdsze2e8m+x7m0XXlibc9q4zuyZ8zoYo+qat6fW2a2vWXuqP8Uep8dnh3VmAQDA79M9zOLPORdWz20HAAC4lR+eZgAAAABcjjALAACA3mKaAc6Koqj+1QGmGQAAgJ/wPy8vL4RZAAAA9NL//O///i9hFgAAAL3EnFkAAAD01v8HynDojbUbK1IAAAAASUVORK5CYII=)

* Q 2 - Write a program to Reverse Doubly Linked List.

Code – #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node\* prev;

    Node(int data) {

        this->data = data;

        this->next = NULL;

        this->prev = NULL;

    }

};

class DoublyLinkedList {

public:

    Node\* head;

    DoublyLinkedList() {

        head = NULL;

    }

    void insertAtEnd(int data) {

        Node\* newNode = new Node(data);

        if (head == NULL) {

            head = newNode;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->prev = temp;

    }

    void reverse() {

        if (head == NULL || head->next == NULL) {

            cout << "List reversed." << endl;

            return;

        }

        Node\* temp = NULL;

        Node\* current = head;

        while (current != NULL) {

            temp = current->prev;

            current->prev = current->next;

            current->next = temp;

            current = current->prev;

        }

        if (temp != NULL) {

            head = temp->prev;

        }

        cout << "List reversed." << endl;

    }

    void display() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        Node\* temp = head;

        cout << "List: NULL <-> ";

        while (temp != NULL) {

            cout << temp->data << " <-> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

int main() {

    DoublyLinkedList list;

    list.insertAtEnd(10);

    list.insertAtEnd(20);

    list.insertAtEnd(30);

    list.insertAtEnd(40);

    cout << "Original List:" << endl;

    list.display();

    list.reverse();

    cout << "Reversed List:" << endl;

    list.display();

    return 0;

}

Output - ![](data:image/png;base64,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)

* Q3 - Write a program to Sort given Doubly Linked List.

Code - #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node\* prev;

    Node(int data) {

        this->data = data;

        this->next = NULL;

        this->prev = NULL;

    }

};

class DoublyLinkedList {

public:

    Node\* head;

    DoublyLinkedList() {

        head = NULL;

    }

    void insertAtEnd(int data) {

        Node\* newNode = new Node(data);

        if (head == NULL) {

            head = newNode;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->prev = temp;

    }

    void sort() {

        if (head == NULL) {

            return;

        }

        bool swapped;

        Node\* current;

        Node\* last = NULL;

        do {

            swapped = false;

            current = head;

            while (current->next != last) {

                if (current->data > current->next->data) {

                    int temp = current->data;

                    current->data = current->next->data;

                    current->next->data = temp;

                    swapped = true;

                }

                current = current->next;

            }

            last = current;

        } while (swapped);

        cout << "List sorted." << endl;

    }

    void display() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        Node\* temp = head;

        cout << "List: NULL <-> ";

        while (temp != NULL) {

            cout << temp->data << " <-> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

int main() {

    DoublyLinkedList list;

    list.insertAtEnd(40);

    list.insertAtEnd(20);

    list.insertAtEnd(50);

    list.insertAtEnd(10);

    list.insertAtEnd(30);

    cout << "Original List:" << endl;

    list.display();

    list.sort();

    cout << "Sorted List:" << endl;

    list.display();

    return 0;

}

Output - ![](data:image/png;base64,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)

* Q4 - Write a program to concatenate two Doubly Linked Lists.

Code – #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node\* prev;

    Node(int data) {

        this->data = data;

        this->next = NULL;

        this->prev = NULL;

    }

};

class DoublyLinkedList {

public:

    Node\* head;

    DoublyLinkedList() {

        head = NULL;

    }

    void insertAtEnd(int data) {

        Node\* newNode = new Node(data);

        if (head == NULL) {

            head = newNode;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->prev = temp;

    }

    void concatenate(DoublyLinkedList &list2) {

        if (head == NULL) {

            head = list2.head;

            list2.head = NULL;

            cout << "Lists concatenated." << endl;

            return;

        }

        if (list2.head == NULL) {

            cout << "Lists concatenated." << endl;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = list2.head;

        list2.head->prev = temp;

        list2.head = NULL;

        cout << "Lists concatenated." << endl;

    }

    void display() {

        if (head == NULL) {

            cout << "List is empty." << endl;

            return;

        }

        Node\* temp = head;

        cout << "List: NULL <-> ";

        while (temp != NULL) {

            cout << temp->data << " <-> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

int main() {

    DoublyLinkedList list1;

    list1.insertAtEnd(10);

    list1.insertAtEnd(20);

    list1.insertAtEnd(30);

    DoublyLinkedList list2;

    list2.insertAtEnd(40);

    list2.insertAtEnd(50);

    cout << "First List:" << endl;

    list1.display();

    cout << "Second List:" << endl;

    list2.display();

    list1.concatenate(list2);

    cout << "Concatenated List:" << endl;

    list1.display();

    return 0;

}
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